**QUESTION:**

Write a C program to find a pattern in a given text using Knuth-Morris-Pratt algorithm.

**PSEUDOCODE:**

function computeLPSArray(char\* pattern, int patternLength, int\* lPSArray):

    length, lPSArray[0], index = 0, 0, 1

    while index < patternLengthgth:

        if pattern[index] = pattern[length]:

            length++

            lPSArray[index] = length

            index++

        else:

            if length not 0 then length = lPSArray[length - 1]

            else:

                lPSArray[index] = 0

                index++

function knuthMorrisPratt(char\* text, char\* pattern):

    textLength, patternLength = len(text), len(pattern)

    computeLPSArray(pattern, patternLength, lPSArray)

    index, secondaryIndex = 0

    while index < textLength:

        if pattern[secondaryIndex] = text[index]:

            secondaryIndex++

            index++

        if secondaryIndex = patternLength:

            printf("Pattern found at index %d\n", index - secondaryIndex)

            secondaryIndex = lPSArray[secondaryIndex - 1]

        else if index < textLength and pattern[secondaryIndex] not text[index]:

            if secondaryIndex not 0 then secondaryIndex = lPSArray[secondaryIndex - 1]

            else index = index + 1

function main():

    char text[1000], pattern[1000] = input()

    knuthMorrisPratt(text, pattern)

**CODE:**

#include <stdio.h>

#include <string.h>

void computeLPSArray(char\* pattern, int patternLength, int\* lPSArray)

{

    int length = 0

    lPSArray[0] = 0;

    int index = 1;

    while (index < patternLengthgth)

    {

        if (pattern[index] == pattern[length])

        {

            length++;

            lPSArray[index] = length;

            index++;

        }

        else

        {

            if (length != 0) length = lPSArray[length - 1];

            else

            {

                lPSArray[index] = 0;

                index++;

            }

        }

    }

}

void knuthMorrisPratt(char\* text, char\* pattern)

{

    int textLength = strlen(text);

    int patternLength = strlen(pattern);

    int lPSArray[patternLength];

    computeLPSArray(pattern, patternLength, lPSArray);

    int index = 0;

    int secondaryIndex = 0;

    while (index < textLength)

    {

        if (pattern[secondaryIndex] == text[index])

        {

            secondaryIndex++;

            index++;

        }

        if (secondaryIndex == patternLength)

        {

            printf("Pattern found at index %d\n", index - secondaryIndex);

            secondaryIndex = lPSArray[secondaryIndex - 1];

        }

        else if (index < textLength && pattern[secondaryIndex] != text[index])

        {

            if (secondaryIndex != 0) secondaryIndex = lPSArray[secondaryIndex - 1];

            else index = index + 1;

        }

    }

}

int main()

{

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    char text[1000], pattern[1000];

    printf("Enter the text: ");

    scanf("%s", text);

    printf("Enter the pattern: ");

    scanf("%s", pattern);

    knuthMorrisPratt(text, pattern);

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**QUESTION:**

Consider set of points Q as input and find the smallest convex polygon P for which each point in Q is either on the boundary of P or in its interior using Graham’s Scan algorithm.

**PSEUDOCODE:**

structure:

    int: xCoordinate, yCoordinate

as Point

function orientation(Point p, Point q, Point r):

    value = (q.yCoordinate - p.yCoordinate) \* (r.xCoordinate - q.xCoordinate) - (q.xCoordinate - p.xCoordinate) \* (r.yCoordinate - q.yCoordinate)

    // For co-linear points

    if value = 0 return 0

    // For clockwise pairs

    else if value > 0 return 1

    // For counter-clockwise pairs

    else return 2

function comparePoints(const void\* vp1, const void\* vp2):

    Point\* pointOne = (Point\*)vp1

    Point\* pointTwo = (Point\*)vp2

    int currentOrientation = orientation((Point){0, 0}, *\*pointOne, \**pointTwo)

    if currentOrientation = 0:

        int distanceOne = pointOne -> xCoordinate \* pointOne -> xCoordinate + pointOne -> yCoordinate \* pointOne -> yCoordinate

        int distanceTwo = pointTwo -> xCoordinate \* pointTwo -> xCoordinate + pointTwo -> yCoordinate \* pointTwo -> yCoordinate

        return distanceOne - distanceTwo

    else return -1 if currentOrientation = 2 else 1

function printConvexHull(Point\* points, int numberOfPoints):

    // When there aren't enough ponts for a convex hull

    if numberOfPoints < 3 then return

    qsort(points, numberOfPoints, sizeof(Point), comparePoints)

    int: hull[numberOfPoints]

    top, hull[0], hull[1] = 2, 0, 1

    for index from 2 to numberOfPoints:

        while (top > 0 and orientation(points[hull[top - 1]], points[hull[top]], points[index]) not 2) do top--

        hull[++top] = index

    print("Smallest convex polygon: ")

    for index from 0 to top:

        print("(%d, %d) ", points[hull[index]].xCoordinate, points[hull[index]].yCoordinate)

    print("\n")

function main():

    int: numberOfPoints, index

    numberOfPoints = input()

    Point\* points = malloc(numberOfPoints \* sizeof(Point))

    for index from 0 to numberOfPoints:

        &points[index].xCoordinate, &points[index].yCoordinate = input()

    printConvexHull(points, numberOfPoints)

    free(points)

    return

**CODE:**

#include <stdio.h>

#include <stdlib.h>

#include <math.h>

typedef struct

{

    int xCoordinate, yCoordinate;

} Point;

int orientation(Point p, Point q, Point r)

{

    int value = (q.yCoordinate - p.yCoordinate) \* (r.xCoordinate - q.xCoordinate) - (q.xCoordinate - p.xCoordinate) \* (r.yCoordinate - q.yCoordinate);

    // For co-linear points

    if (value == 0) return 0;

    // For clockwise pairs

    else if (value > 0) return 1;

    // For counter-clockwise pairs

    else return 2;

}

int comparePoints(const void\* vp1, const void\* vp2)

{

    Point\* pointOne = (Point\*)vp1;

    Point\* pointTwo = (Point\*)vp2;

    int currentOrientation = orientation((Point){0, 0}, \*pointOne, \*pointTwo);

    if (currentOrientation == 0)

    {

        int distanceOne = pointOne -> xCoordinate \* pointOne -> xCoordinate + pointOne -> yCoordinate \* pointOne -> yCoordinate;

        int distanceTwo = pointTwo -> xCoordinate \* pointTwo -> xCoordinate + pointTwo -> yCoordinate \* pointTwo -> yCoordinate;

        return distanceOne - distanceTwo;

    }

    else return (currentOrientation == 2) ? -1 : 1;

}

void printConvexHull(Point\* points, int numberOfPoints)

{

    // When there aren't enough ponts for a convex hull

    if (numberOfPoints < 3) return;

    qsort(points, numberOfPoints, sizeof(Point), comparePoints);

    int hull[numberOfPoints];

    int top = 2;

    hull[0] = 0;

    hull[1] = 1;

    for (int index = 2; index < numberOfPoints; index++)

    {

        while (top > 0 && orientation(points[hull[top - 1]], points[hull[top]], points[index]) != 2) top--;

        hull[++top] = index;

    }

    printf("Smallest convex polygon: ");

    for (int index = 0; index <= top; index++) printf("(%d, %d) ", points[hull[index]].xCoordinate, points[hull[index]].yCoordinate);

    printf("\n");

}

int main()

{

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    int numberOfPoints, index;

    printf("Enter the number of points: ");

    scanf("%d", &numberOfPoints);

    Point\* points = malloc(numberOfPoints \* sizeof(Point));

    for (index = 0; index < numberOfPoints; index++)

    {

        printf("Enter the coordinates of point %d: ", index + 1);

        scanf("%d %d", &points[index].xCoordinate, &points[index].yCoordinate);

    }

    printConvexHull(points, numberOfPoints);

    free(points);

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**QUESTION:**

Consider set of points Q as input and find the smallest convex polygon P for which each point in Q is either on the boundary of P or in its interior using Jarvis March algorithm.

**PSEUDOCODE:**

structure:

    int: xCoordinate, yCoordinate

as Point

function orientation(Point p, Point q, Point r):

    value = (q.yCoordinate - p.yCoordinate) \* (r.xCoordinate - q.xCoordinate) - (q.xCoordinate - p.xCoordinate) \* (r.yCoordinate - q.yCoordinate)

    // For co-linear points

    if value = 0 then return 0

    // For clockwise pairs

    else if value > 0 then return 1

    // For counter-clockwise pairs

    else return 2

function printConvexHull(Point\* points, int numberOfPoints):

    // When there aren't enough ponts for a convex hull

    if numberOfPoints < 3 then return

    int\*: hull = malloc(numberOfPoints \* sizeof(int))

    leftmost = 0

    for index from 1 to numberOfPoints do if (points[index].xCoordinate < points[leftmost].xCoordinate) then leftmost = index

    int p = leftmost, q

    int index = 0

    do:

        hull[index++] = p

        q = (p + 1) % numberOfPoints

        for secondaryIndex from 0 to numberOfPoints do if (orientation(points[p], points[secondaryIndex], points[q]) = 2) then q = secondaryIndex

        p = q

    while p not leftmost

    print("\nSmallest convex polygon: ")

    for index from 0 to numberOfPoints:

        secondaryIndex = hull[index]

        print("(%d, %d) ", points[secondaryIndex].xCoordinate, points[secondaryIndex].yCoordinate)

    print("\n")

    free(hull)

function main():

    int: numberOfPoints, index

    numberOfPoints = input()

    Point\* points = malloc(numberOfPoints \* sizeof(Point))

    for index from 0 to numberOfPoints:

        &points[index].xCoordinate, &points[index].yCoordinate = input()

    printConvexHull(points, numberOfPoints)

    free(points)

    return

**CODE:**

#include <stdio.h>

#include <stdlib.h>

typedef struct

{

    int xCoordinate, yCoordinate;

} Point;

int orientation(Point p, Point q, Point r)

{

    int value = (q.yCoordinate - p.yCoordinate) \* (r.xCoordinate - q.xCoordinate) - (q.xCoordinate - p.xCoordinate) \* (r.yCoordinate - q.yCoordinate);

    // For co-linear points

    if (value == 0) return 0;

    // For clockwise pairs

    else if (value > 0) return 1;

    // For counter-clockwise pairs

    else return 2;

}

void printConvexHull(Point\* points, int numberOfPoints)

{

    // When there aren't enough ponts for a convex hull

    if (numberOfPoints < 3) return;

    int\* hull = malloc(numberOfPoints \* sizeof(int));

    int leftmost = 0;

    for (int index = 1; index < numberOfPoints; index++)  if (points[index].xCoordinate < points[leftmost].xCoordinate) leftmost = index;

    int p = leftmost, q;

    int index = 0;

    do

    {

        hull[index++] = p;

        q = (p + 1) % numberOfPoints;

        for (int secondaryIndex = 0; secondaryIndex < numberOfPoints; secondaryIndex++) if (orientation(points[p], points[secondaryIndex], points[q]) == 2) q = secondaryIndex;

        p = q;

    }

    while (p != leftmost);

    printf("\nSmallest convex polygon: ");

    for (int index = 0; index < numberOfPoints; index++)

    {

        int secondaryIndex = hull[index];

        printf("(%d, %d) ", points[secondaryIndex].xCoordinate, points[secondaryIndex].yCoordinate);

    }

    printf("\n");

    free(hull);

}

int main()

{

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    int numberOfPoints;

    printf("Enter the number of points: ");

    scanf("%d", &numberOfPoints);

    Point\* points = malloc(numberOfPoints \* sizeof(Point));

    for (int index = 0; index < numberOfPoints; index++)

    {

        printf("Enter the coordinates of point %d: ", index + 1);

        scanf("%d %d", &points[index].xCoordinate, &points[index].yCoordinate);

    }

    printConvexHull(points, numberOfPoints);

    free(points);

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**QUESTION:**

Implement Floyd-Warshall algorithm and find the shortest path between each pair of vertices in the given graph G.

**PSEUDOCODE:**

define maximumNumberOfVertices 100 // maximum number of vertices in the graph

int: graph[maximumNumberOfVertices][maximumNumberOfVertices] // adjacency matrix of the graph

int: distance[maximumNumberOfVertices][maximumNumberOfVertices] // matrix to store the shortest distanceances between pairs of vertices

function floydWarshall(int numberOfVertices):

    int: index, secondaryIndex, tertiaryIndex

    for index from 0 to numberOfVertices do for secondaryIndex from 0 to numberOfVertices do distance[index][secondaryIndex] = graph[index][secondaryIndex]

    for tertiaryIndex from 0 to numberOfVertices:

        for (index from 0 to numberOfVertices:

            for secondaryIndex from 0 to numberOfVertices:

                if (distance[index][tertiaryIndex] not INT\_MAX and distance[tertiaryIndex][secondaryIndex] not INT\_MAX and distance[index][tertiaryIndex] + distance[tertiaryIndex][secondaryIndex] < distance[index][secondaryIndex]):

                    distance[index][secondaryIndex] = distance[index][tertiaryIndex] + distance[tertiaryIndex][secondaryIndex]

function main():

    int: index, secondaryIndex, u, v, w

    numberOfVertices, numberOfEdges = input()

    // initialize the adjacency matrix with all entries set to infinity

    for (index = 0 index < numberOfVertices index++) for (secondaryIndex = 0 secondaryIndex < numberOfVertices secondaryIndex++) graph[index][secondaryIndex] = INT\_MAX

    // read the edges and their weights

    print("Enter the edges and their weights (u v w):\n")

    for index from 0 to numberOfEdges:

        u, v, w = input()

        graph[u][v] = w

    // run the Floyd-Warshall algorithm

    floydWarshall(numberOfVertices)

    // print the shortest distanceances between all pairs of vertices

    print("Shortest distanceances between all pairs of vertices:\n\n")

    for index from 0 to numberOfVertices:

        for (secondaryIndex from 0 to numberOfVertices:

            if distance[index][secondaryIndex] = INT\_MAX then print("INF\t")

            else print("%d\t", distance[index][secondaryIndex])

        print("\n")

    return

**CODE:**

#include <stdio.h>

#include <stdlib.h>

#include <limits.h>

#define maximumNumberOfVertices 100 // maximum number of vertices in the graph

int graph[maximumNumberOfVertices][maximumNumberOfVertices]; // adjacency matrix of the graph

int distance[maximumNumberOfVertices][maximumNumberOfVertices]; // matrix to store the shortest distanceances between pairs of vertices

void floydWarshall(int numberOfVertices)

{

    int index, secondaryIndex, tertiaryIndex;

    for (index = 0; index < numberOfVertices; index++) for (secondaryIndex = 0; secondaryIndex < numberOfVertices; secondaryIndex++) distance[index][secondaryIndex] = graph[index][secondaryIndex];

    for (tertiaryIndex = 0; tertiaryIndex < numberOfVertices; tertiaryIndex++)

    {

        for (index = 0; index < numberOfVertices; index++)

        {

            for (secondaryIndex = 0; secondaryIndex < numberOfVertices; secondaryIndex++)

            {

                if (distance[index][tertiaryIndex] != INT\_MAX && distance[tertiaryIndex][secondaryIndex] != INT\_MAX && distance[index][tertiaryIndex] + distance[tertiaryIndex][secondaryIndex] < distance[index][secondaryIndex])

                {

                    distance[index][secondaryIndex] = distance[index][tertiaryIndex] + distance[tertiaryIndex][secondaryIndex];

                }

            }

        }

    }

}

int main()

{

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    int numberOfVertices, numberOfEdges, index, secondaryIndex, u, v, w;

    printf("Enter the number of vertices in the graph: ");

    scanf("%d", &numberOfVertices);

    printf("Enter the number of edges in the graph: ");

    scanf("%d", &numberOfEdges);

    // initialize the adjacency matrix with all entries set to infinity

    for (index = 0; index < numberOfVertices; index++) for (secondaryIndex = 0; secondaryIndex < numberOfVertices; secondaryIndex++) graph[index][secondaryIndex] = INT\_MAX;

    // read the edges and their weights

    printf("Enter the edges and their weights (u v w):\n");

    for (index = 0; index < numberOfEdges; index++)

    {

        scanf("%d %d %d", &u, &v, &w);

        graph[u][v] = w;

    }

    // run the Floyd-Warshall algorithm

    floydWarshall(numberOfVertices);

    // print the shortest distanceances between all pairs of vertices

    printf("Shortest distanceances between all pairs of vertices:\n\n");

    for (index = 0; index < numberOfVertices; index++)

    {

        for (secondaryIndex = 0; secondaryIndex < numberOfVertices; secondaryIndex++)

        {

            if (distance[index][secondaryIndex] == INT\_MAX) printf("INF\t");

            else printf("%d\t", distance[index][secondaryIndex]);

        }

        printf("\n");

    }

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**QUESTION:**

Implement Ford Fulkerson algorithm to compute the max-flow of a given graph.

**PSEUDOCODE:**

define maximumNumberOfVertices 100 // maximum number of vertices in the graph

int: graph[maximumNumberOfVertices][maximumNumberOfVertices] // adjacency matrix of the graph

int: parent[maximumNumberOfVertices] // array to store the parent of each vertex in the augmenting path

int: visited[maximumNumberOfVertices] // array to keep track of visited vertices during DFS

int: numberOfVertices // number of vertices in the graph

function min(int firstNumber, int secondNumber) return (firstNumber < secondNumber) ? firstNumber : secondNumber

// find an augmenting path from the source to the sink in the residual graph

function depthFirstSearch(int source, int sink, int minimumFlow):

    int index

    visited[source] = 1

    if source = sink then return minimumFlow

    for index from 0 to numberOfVertices:

        if not visited[index] and graph[source][index] > 0:

            parent[index] = source

            flow = depthFirstSearch(index, sink, min(minimumFlow, graph[source][index]))

            if flow > 0:

                graph[source][index] -= flow

                graph[index][source] += flow

                return flow

    return

// compute the maximum flow from the source to the sink in the given graph

function maximumFlow(int source, int sink):

    maximumFlow = 0

    while True:

        memset(visited, 0, sizeof(visited))

        int flow = depthFirstSearch(source, sink, INT\_MAX)

        if flow = 0 then break

        maximumFlow += flow

    return maximumFlow

function main():

    numberOfVertices = input()

    numberOfEdges = input()

    // initialize the adjacency matrix with all entries set to 0

    memset(graph, 0, sizeof(graph))

    // read the edges and their weights

    print("Enter the edges and their weights (u v w):\n")

    for index from 0 to numberOfEdges:

        scanf("%d %d %d", &u, &v, &w)

        graph[u][v] += w

    source, sink = input()

    // compute the maximum flow from the source to the sink

    maximumFlowValue = maximumFlow(source, sink)

    // print the maximum flow

    print("The maximum flow from vertex %d to vertex %d is: %d\n", source, sink, maximumFlowValue)

    return

**CODE:**

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <limits.h>

#define maximumNumberOfVertices 100 // maximum number of vertices in the graph

int graph[maximumNumberOfVertices][maximumNumberOfVertices]; // adjacency matrix of the graph

int parent[maximumNumberOfVertices]; // array to store the parent of each vertex in the augmenting path

int visited[maximumNumberOfVertices]; // array to keep track of visited vertices during DFS

int numberOfVertices; // number of vertices in the graph

int min(int firstNumber, int secondNumber) return (firstNumber < secondNumber) ? firstNumber : secondNumber;

// find an augmenting path from the source to the sink in the residual graph

int depthFirstSearch(int source, int sink, int minimumFlow)

{

    int index;

    visited[source] = 1;

    if (source == sink) return minimumFlow;

    for (index = 0; index < numberOfVertices; index++)

    {

        if (!visited[index] && graph[source][index] > 0)

        {

            parent[index] = source;

            int flow = depthFirstSearch(index, sink, min(minimumFlow, graph[source][index]));

            if (flow > 0)

            {

                graph[source][index] -= flow;

                graph[index][source] += flow;

                return flow;

            }

        }

    }

    return 0;

}

// compute the maximum flow from the source to the sink in the given graph

int maximumFlow(int source, int sink)

{

    int index, secondaryIndex, maximumFlow = 0;

    while (1)

    {

        memset(visited, 0, sizeof(visited));

        int flow = depthFirstSearch(source, sink, INT\_MAX);

        if (flow == 0) break;

        maximumFlow += flow;

    }

    return maximumFlow;

}

int main()

{

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    int numberOfEdges, index, secondaryIndex, u, v, w, source, sink;

    printf("Enter the number of vertices in the graph: ");

    scanf("%d", &numberOfVertices);

    printf("Enter the number of edges in the graph: ");

    scanf("%d", &numberOfEdges);

    // initialize the adjacency matrix with all entries set to 0

    memset(graph, 0, sizeof(graph));

    // read the edges and their weights

    printf("Enter the edges and their weights (u v w):\n");

    for (index = 0; index < numberOfEdges; index++) {

        scanf("%d %d %d", &u, &v, &w);

        graph[u][v] += w;

    }

    printf("Enter the source and sink vertices: ");

    scanf("%d %d", &source, &sink);

    // compute the maximum flow from the source to the sink

    int maximumFlowValue = maximumFlow(source, sink);

    // print the maximum flow

    printf("The maximum flow from vertex %d to vertex %d is: %d\n", source, sink, maximumFlowValue);

    return 0;

}

**OUTPUT:**
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